# Graphics and Computational Programming

Introduction

For this assignment, the implementation of 2 ray intersections is required one of which is brute-force ray intersection and the other has been chosen to be Möller-Trumbore ray intersection. Both intersection functions will be tested to see if they work correctly, and how effectively they work against varying amounts of triangles.

To make this balanced for both intersection algorithms, there are constraints set, these are:

1. The rays are to be defined by the parametric equation: R = P + d . t, Where d = (1, 0, 0), P = (0, m, n), 0 >= m < 256 and 0 >= n < 256.
2. There will be 256 by 256 rays due to m and n creating a total of 65536 rays
3. This sets the bounds of the rays to 0 <= x < 256, 0 <= y < 256, 0 <= z < 256 and all objects used must be within these bounds
4. Finally, each object used is defined by a set of triangular facets. The number of triangles and shape of the object are changeable.

The final part of the assignment involves research and calculation of parallel performance indicators of Brute-Force Ray Intersection.

Part 1.1 – Implementation of Brute-Force Ray Intersection

To implement brute force ray intersection, rays are cast between 0 and 256 for each x, y and z coordinate, calculating the intersection points between the ray cast and an object loaded into the program.

To calculate the intersection point, other calculations must first be made using predefined ray origin, ray direction and object vertices, these calculations are as follows:

Calculating normal

The normal of 3 vertices making up a triangle is firstly calculated.

//Function used to find the normal between 3 vectors

Vector FindNormalVector(Vector& \_a, Vector& \_b, Vector& \_c)

//24 operations

{

//subtraction functions used for the calculation of vectors \_p1 and \_p2

Vector \_p1;

\_p1.Subtraction(\_b, \_a);

Vector \_p2;

\_p2.Subtraction(\_c, \_a);

//cross product function used to calculate the normal vector before normalization

Vector \_n;

\_n.CrossProduct(\_p1, \_p2);

//normalize funciton used to normalize the normal vector

\_n.Normalize();

//returns the normalized vector

return \_n;

}

Calculating Constant

This normal is used to then produce a constant variable, K. If K is equal to zero, this then means that the ray is parallel to the triangle and therefore is no intersection.

//function used to calculate the constant for the plane

float FindConstant(Vector& a, Vector& b)

//5 operations

{

//dot product function used to calculate the constant value for the plane

float \_k = a.DotProduct(a, b);

//returns the constant value

return \_k;

}

Calculating Intersection Parameter

The intersection parameter, t, uses the constant, K, along with the normal, ray origin and ray direction to create a value representing the distance between the ray origin and the intersection point. If t is a negative value, this shows that the ray is behind the triangle and therefore there is no intersection point.

//Function used to calculate the intersection parameter between the ray and triangle

float FindIntersectionParameter(float k, Vector& n, Vector& p, Vector& d)

{

//Variable decleration

float \_t;

//checks if the ray and triangle are parallel

if ((n.DotProduct(n, d) != 0))

{

//uses the dot product function along with an algorithm to calculate the parameter value at the intersection point

\_t = (k - n.DotProduct(n, p)) / (n.DotProduct(n, d));

}

else

{

\_t = 0;

}

//returns the intersection parameter

return \_t;

}

Calculating Intersection Point

With the intersection parameter, the intersection point can now be calculated. Using the equation R = P + D . t the ray can be calculated by multiplying the (D) direction variable by (t) the intersection parameter and then adding (P) the ray’s origin.

//Function used to calculate the point of intersection between the ray and the triangle

Vector FindIntersectionPoint(Vector& \_p, float \_t, Vector& \_d)

{

//calculates the directio vector after being multiplied by the intersection parameter

\_d2.SetPoint(\_d.x() \* \_t, \_d.y() \* \_t, \_d.z() \* \_t);

//uses the addition function to calculate the intersection point between the ray and the triangle

\_q.Addition(\_p, \_d2);

//returns the point of intersection

return \_q;

}

Edge Checks for Ray Point Intersection

The final check is between the ray and the edges of the triangle. Using each of the triangles vertex position and the intersection point of the ray, the edge of each triangle can be found. If the intersection point is to the left of each edge, then the ray is inside of the triangle.

//calculates a triangle edge through subtraction of vertice a and b of the triangle

edge.Subtraction(tri.b(), tri.a());

//calculates the variable vp through subtraction of ray intersection

//and triangle vertice a

vp.Subtraction(ray.q(), tri.a());

//sets the perp variable equal to the cross product of the edge and vp variable

perp.CrossProduct(edge, vp);

//checks if the intersection point is to the right of triangle

if (perp.DotProduct(tri.n(), perp) < 0)

{

return false;

}

//repeats the above step for each edge making sure the ray intersection point is

//to the left of each edge

edge.Subtraction(tri.c(), tri.b());

vp.Subtraction(ray.q(), tri.b());

perp.CrossProduct(edge, vp);

if (perp.DotProduct(tri.n(), perp) < 0)

{

return false;

}

edge.Subtraction(tri.a(), tri.c());

vp.Subtraction(ray.q(), tri.c());

perp.CrossProduct(edge, vp);

if (perp.DotProduct(tri.n(), perp) < 0)

{

return false;

}

Part 1.2 – Testing of the Brute-Force Ray Intersection

To evaluate the effectiveness of brute force ray intersection, multiple tests were done.

Time Tests

A timer is set to record the time taken between starting the brute force ray intersection and finishing the function, displaying the results to the console in seconds. This allows the comparison of this function against other functions and can be used to test how effective brute force ray intersection is.

Within release mode of Visual Studio 2015, an object of 6768 vertices and 2256 triangles can be rendered fully through brute force ray intersection in an average time of 2.7924 seconds through 10 tests as shown below as shown in Fig 1.

![https://i.gyazo.com/4c3ef7ab18f8afa6c0af058ef70d7545.png](data:image/png;base64,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)

Figure 1: time take over 10 iterations of the brute force ray intersection function, displaying an average time at the end

Visual Tests

A visual representation of the object is also rendered as the program performs the brute force ray intersection function. Each intersection point on the object is drawn as a pixel on the screen as a ray hits it, gradually storing each pixel as the program loops through each ray. This is used as a visual representation of the object in which the brute force ray intersection function works as shown in Fig 2.
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Figure 2: The rendered object displayed upon an iteration of the brute force ray intersection function

Triangular Incrementation Tests

The final testing was seeing how well Brute force ray intersection worked against varying levels of triangles. Starting with a cube of 500 triangles and increasing in increments of 500 triangles until 5000 triangles. Each object was tested for 10 iterations of the intersection function and an average time was produced. These are shown in the graph below Fig 3:

Figure 3: A graph showing the positive correlation between time taken and number of triangles present within an object with Brute-Force ray intersections.

Here it is shown that the increase in triangles makes a clear impact on the time take for the intersection function to do a single iteration with a positive correlation between time taken and the number of triangles within the object. The values range from 1.9387 seconds at 500 triangles to 18.531 seconds at 5000 triangles.

Changes made for Efficiency

Another change was allowing functions to return early, if a ray was found to have not hit a triangle. This was done by making Boolean functions and allowing the function to return false anytime an intersection test was done and the ray was shown to have not hit the triangle.

Another change included casting only rays that were within the bounds of the object by storing the highest and lowest values of the objects y and z coordinates and restricting the rays coordinates to be within those coordinate values.

By creating these changes, the speed of the program increased significantly from originally roughly 20 seconds on brute force ray intersection down to roughly 3 seconds.

Part 1.3 – Research into an Alternate Ray Intersection Algorithm

Through research into other ray intersection algorithms, the Möller–Trumbore intersection algorithm provides a robust and fast algorithm that calculates the intersection between a ray and a triangle. Other ray intersection functions were provided however Möller–Trumbore allowed for simple implementation, whilst maintaining speed and reducing memory storage costs. Another advantage of using this algorithm was the number of helpful articles and citations available through the internet. Many searches provided Möller–Trumbore as the top result allowing easy access to a wide variety of solutions and algorithms.

Part 1.4 – Implementation of Möller–Trumbore Ray Intersection

To implement Möller-Trumbore Ray Intersection, multiple sub calculations must first be completed.

Edge Calculations

Firstly 2 edges of the triangle must be calculated using the triangle vertices (A, B and C).

//calculates edge 1 of the triangle

edge1.Subtraction(tri.b(), tri.a());

//calculates edge 2 of the triangle

edge2.Subtraction(tri.c(), tri.a());

pvec Calculation

pvec vector must then be calculated. pvec is used to calculate both the determinant and u float variable in later calculations.

//calculates the pvec used for calculating the determinant and float 'u'

pvec.CrossProduct(ray.d(), edge2);

determinant Calculation

The determinant float variable is calculated. The value of the determinant is checked to see if it is less than or equal to zero, if so, then the ray misses the triangle.

//used to check for back-face culling and other calculations

float determinant = edge1.DotProduct(edge1, pvec);

//back-face culling

if (determinant <= 0)

{

return false;

}

inverse determinant Calculation

The inverse determinant is calculated. This float variable is used to calculate the float variables u, v and t.

//variable used for calculating float variables 'u', 'v' and 't'

float invDeterminant = 1 / determinant;

tvec Calculation

tvec vector stores a vector which is used in the calculation of the u variable

//stores vector used for calculation of 'u'

tvec.Subtraction(ray.p(), tri.a());

u float calculation

U float variable is then calculated. This value is then checked to see whether it is between 0 and 1, if not, the ray point is outside of the triangle.

//variable used to check if the ray point is outside the triangle or not

float u = invDeterminant \* (tvec.DotProduct(tvec, pvec));

//check for whether the ray point is outside the triangle

if (u < 0.0 || u > 1.0)

{

return false;

}

qvec Calculation

qvec vector is calculated, this result is then used within the calculation of v.

//variable used for the calculation of 'v'

qvec.CrossProduct(tvec, edge1);

v float Calculation

V float variable is calculated. This value is then checked to see if it is greater than 0 and if the addition of u and v is less than 1, if not then the ray point is outside of the triangle.

//variable used to check if the ray point is outside the triangle or not

float v = invDeterminant \* ray.p().DotProduct(ray.d(), qvec);

//check for whether the ray point is outside the triangle

if (v < 0.0 || u + v > 1.0)

{

return false;

}

intersect parameter Calculation

Once all checks have been done the intersection parameter, t, can safely be calculated.

//intersection parameter used to calculate the intersection point

float t = invDeterminant \* edge2.DotProduct(edge2, qvec);

intersection point Calculation

Finally, the intersection point can be calculated using the equation Q = P + D \* t where Q is the intersection vector, P is the ray origin, D is the ray direction and t is the intersection parameter.

//calculation to work out the vector from multiplying the ray direction vector

//by the intersection parameter

d2.SetPoint(d2.x() \* t, d2.y() \* t, d2.z() \* t);

//calculates the intersection point

q.Addition(ray.p(), d2);

Part 1.5 – Testing of Möller-Trumbore Ray Intersection

To evaluate the effectiveness of Möller-Trumbore ray intersection, multiple tests were done.

Time Tests

A timer is used to test the speed and efficiency of the Möller–Trumbore ray intersection by storing the time taken through 10 calls of the intersection function and producing an average value of the results. As shown below, within the release mode of the program, through 10 calls of the intersection function, the average time taken was 1.7762 seconds as shown in Fig 4.
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Figure 4: time take over 10 iterations of the Möller–Trumbore ray intersection function, displaying an average time at the end

Visual Tests

Another test conducted was the visual representation of the object. This shows that the intersections have correctly been performed and produced the object as defined by its vertices. Each intersection point is used to draw a single pixel, forming each triangle and eventually rendering the whole object once all intersections have been completed as shown in Fig 5.

![https://i.gyazo.com/cd21dc385147e4273348f0f3b6385dc1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAP8AAAC6CAYAAABhnZsVAAAACXBIWXMAAA7DAAAOwwHHb6hkAAALJUlEQVR4Xu2ZWY8cZxWG/fcQYokcARaKInEFCCFxwwUCIUAoTowTsolMYgN2CIk8thM7ICdxexsnFyQwio0dlogRBsmW8Mx4C16IrI+urml3dfXbXetX9S3PefQk0+9UneqZOqe7J9lmKIqKslh+ioq0WH6KirRYfoqKtFh+ioq0WH6KirRYfoqKtAqX/9z5C+b0yruV/fDceXP//v2tLhRFuVaFy3/ojd+ZP354ceiFOV40fzqXevTtFXP0rTMjf3vgsNnY2NjqQlGUa1W4/KfOvGvu3rtn7twtb3L88ZNnzOXLl7e6UFR3tbS0VErXKnlOV69e3Xo0W8n32nzehcu/cvY989e//9vs3HvSPP6rE+aJfQOz6zfHze5X3zEffbRmNjfWzb8uXRq5Mfz6xSMfjFy8/GtmkNyAwdrW4+naXF0e/pDLZnVzK5hbSZ/xcdmv69faYHZIEpebNp5b7TxvalLJ/SqqMsd0Xclyv7Rnj3wBWPS9ulW4/KfPnDV/+/iy+fqTR803njlivvXCYfPtvQfNd/YfMOfOfWw21/8zs/x7j/2hxPIvm+VlNfRbLww9Lf+kulrKrq4TT/m6/EmpJbex+EkVLv87g1Oj5f/B/rfNN184aB559tdmx/NLZsfSc1vLf9VcGi7+pUv/HC3//pWz5tUPTpZa/sFg+AKQn/q1wfATwaDkQrD81Gz5vPxJZZfd1uInVXr5t+/aaz6z81nzuad+br74/M/M9hd3PnjnTxZ//M5/6M/HzJG/HC21/Kubyb8Hw0fj2jSro08DuYXYXDXLo08DqZO/FrLHLTpnfI30mORFZ5LNq1y/mXP196eey9rkOSTPOf1zJn08edGbPdbenxhxVPI7LKoyx/RZ46W3tfhJlV7+z+56xnz+6SfNQ7/YZR7e85j5yv4fP3jnz37sv3jl4shyyz/8avg39oNlThZ2eXX4EpBfpNwx+SVb+HXycLC1UGmvcsuV6zFzrvp+9vrDRR79LMnD4aeZ7Lmjx9kXpMyxUz9f/5U87zK6VGWej2vPOV9OLf8Xntttti89br70y5+aHS//yDzy2vdHy7+R+5v/3t07I8su/2Thk50YL3nu+7l3aXnczDm5AR2dkD1+WFPH5T8J5I6t9LjJscMk+4JIVa4yi13mmL5qvPjJv7Nft12ll//hlx4zX973E/PVV35oHj3wPfO1w98dLf/61czyr6+bTz65Za5fu1Z++ccf9ZOPveN3v+z3ay9/fpmTml20+ZU/tsrjJscmvw+Wv0n5vPxq2W29ABQv/4nT5vyFf5gnXj9gdh15zex+8xXz1O9fNk8f22fef//81PKvD5/czRvXh58ANiosf/Iw97F4ZjkyyzC12POWKD1n9uN99piiyh+bf5xb0tHPoJ5LUoseJ19nnmvpny/bj8qWr8u/aMltvAAULv9bx0+ZTz/933CpN83N66m3bt4cet3cunHN3Ln9X3P3zu3RO/6NGzfMtWubIyst/2iRsu/Uue9PfTzPnrdgIabOGTra0ipLkz9WnLv1opX2z/4fiqJzs4/Tr9P/kJj2mrzrzx6n+1PZenBPCnStkue0aLmT77X5vAuX/9Abb44WeZ4nTp81p1beMydOrUzlBw6+bq5cubLVhaIo16pw+W/fvj1a4uRdvIrJOcm5FEW5WYXLT1FUmMXyU1SkxfJTVKTF8lNUpMXyU1SkxfJTVKTF8lNUpMXyU1SkxfJTVKS1bVjJPxAxPmWIiOErQ0QMXxkiYvjKEBHDV4aIGL4yRMTwlSEihq8METF8ZYiI4StDRAxfGSJi+MoQEcNXhogYvjJExPCVISKGrwwRMXxliIjhK0NEDF8ZImL4yhARw1eGiBi+MkSXbQPVF2NThuiqNlHXw5CVIbpmV6hrY6jKEF2zS9T1MURliC7aFeraGKIyRBftAnVdDFUZoqvaRl0TQ1WG6LK2UNfCkJUhum7bqGtg6MoQXbdNVH+MQRmiD7aB6ouxKEP0xSaofhiTMkRfrIvqhbEpQ/TJOqg+GJsyRF+si+qFsSlD9MW6qF4YmzJEX2yC6ocxKUN02TZR/TEWZYiuaRt1TQxdGWKf9o16ThiiMsQu9AX13DEEZYhtGDLq50XflGG8Qn3U7xNdVoZxCXZRv3N0QRnGI7iDuj9oUxnGI/iDun/YRBnGIfiJupdYRxmGL/iNuqdYVRmGL/iNuqc+ahN1vWllGLYQBure+qBt1DW1MgxbCAN1b13WNuqai5VhuEJYqHvsqrZQ1yqnDNsVwBZq3lzUFupa5ZVhPQH6QM2iS9pAXae6MiwvQN+ouXRFG6jr1FOGiwVwDTWnfWsDdZ36ynC+AC6iZrVP20Zdo7ky1AK4iprXvmwbdY12lOGsAK6j5rYP20L1blcZTgvgA2p2+7ANVN/2leHEtlHXsCnEhZqBLm0D1deOMpzYFNWzKyE+1Bx0aVNUT3vKcGIdVJ8+hDhRs9CFbaD62lOGqXVQffoQ4kXNQxc2RfW0qwxTq6J69CXEi5oH27aB6mtXGaZWQZ3fpxA3aiZs2hTV074yTK2COr8vAdRc2LQpqqd9ZZhaBXV+XwIkqNmwYVNUz26UYWoV1Pl9CDBGzYcNm6J6dqMMU6ugzu9DgDFqPtq2Kapnd8owtQrq/K4FyKPmpE2boPp1qwxTq6DO71qAPGpO2rQJql+3yjC1Cur8LgWYh5qXNmyC6te9MkytiurRlQDzUPPShk1Q/bpXhqlVUT26EmAeal6a2hTVs3tlmFoV1aMLAYpQc1PXpqie/SjDiVVRPWwLUISam7o2RfXsRxlOrIrqYVuAItTc1LENVN9+lOG0VVDn2xSgLGp+qtgWqnc/ynDaqqgetgQoi5qfKraB6tufMpy2KqqHDQGqoGaojG2i+venDGetiurRtgBVUXM0Txuo6/SnDGetiurRtgBVUXOktIG6Tr/KcNY6qD5tCVAHNUtZbaKu168y1FZF9WhLgLr0NUfZ67qhDOdbFdWjDQF8Qs1w/8pwsVVRPZoK4BNqhvtXhoutg+pTVwCfUDPshjIstiqqR10BfELNsBvKsJxVUT3qCOATaobdUIblrIPqU1UAX1Dz644yLG8dVJ+yAviEmmF3lGE166D6lBHAF9T8uqUMq1sH1adIAF9Q8+uWMqxnHVSfRQL4gJpd95Rhfeug+swTwAfU7LqnDJtZB9UnL4APqNl1Uxk2ty6q11gAH1Cz66YybMcmtN0PoCvU7LqpDNuzCW32AuiC/My6rQzbtwlt9ACwTXbe/VCGdgQIFTXv7itDuwKEhJpxP5ShfQFCQM22P8qwGwF8Rs20X8qwWwF8Q82xf8qwewF8Qc2vn8qwPwFcRs2sv8qwfwFcQ82p38rQHQFcQM2m/8rQPQH6QM1iOMrQXQFso+YuTGXotgBtomYsDmXovgBNUDMVnzL0Q4C6qHmKTxn6IUAd1CzFqQz9EaAqao7iVIZ+CVAWNT/xKkO/BCiDmp24laF/AhSh5iZuZeinAPNQ84Iy9FeAPGpOMFGGfgswRs0HjpWh/wKoucCsMgxDiBc1D5hXhuEI8aHmAJUyDEuIB3X/cZ4yDFMIG3XPcZEyDFcID3WfsYwyDFcIC3WPsawyDFsIA3VvsYoyDFvwH3VfsaoyjEPwE3UvsY4yjE/wA3XvsK4yRHATda+wrjLEIqFb1D3ApsoQbQjlUb8/bFsZoi/6hHr+2KcyRMTwlSEihq8METF8ZYiI4StDRAxfGSJi+MoQEcNXhogYvjJExPCVISKGrwwRMXxliIjhK0NEDF8ZImL4yhARw1eGiBi028z/AYYbGSEKGRPJAAAAAElFTkSuQmCC)

Figure 5: The rendered object displayed upon an iteration of the Möller–Trumbore ray intersection function

Triangular Incrementation Tests

The final testing was seeing how well Möller–Trumbore ray intersection worked against varying levels of triangles. Starting with a cube of 500 triangles and increasing in increments of 500 triangles until 5000 triangles. Each object was tested for 10 iterations of the intersection function and an average time was produced. These are shown in the graph below Fig 6:

Figure 6: A graph showing the positive correlation between time taken and number of triangles present within an object with Möller-Trumbore ray intersections.

Here it is shown that the increase in triangles makes a clear impact on the time take for the intersection function to do a single iteration with a positive correlation between time taken and the number of triangles within the object. The values range from 0.9124 seconds at 500 triangles to 8.6514 seconds at 5000 triangles.

Triangular Incrementation Tests

One way to improve the ray intersection would be to make sure only rays within the bounds of the object were cast and that functions returned early when a ray was found to have not intersected with a triangle.

Another change was allowing functions to return early, if a ray was found to have not hit a triangle. This was done by making Boolean functions and allowing the function to return false anytime an intersection test was done and the ray was shown to have not hit the triangle.

Through these changes the execution time of the intersection function was reduced from an average of 13 seconds to an average of 1.7762 seconds.

Part 1.6 – Comparison of Brute-Force Ray Intersection and Möller-Trumbore Ray Intersection

Through testing of both ray intersection algorithms, the Möller–Trumbore ray intersection is faster than the Brute force ray intersection. The Möller–Trumbore algorithm produced an average time of 3.3238 seconds over 10 function iterations, whereas the Brute force algorithm produced an average time of 4.9319 seconds over 10 function iterations.

Another difference between the two intersection functions was the amount of intersections stored once the calculations had been completed. Möller-Trumbore ray intersection had almost half the amount of calculations as Brute force ray intersection. Möller-Trumbore had a total of 65298 intersections for 1500 triangles whereas Brute force had 130534 intersections for the same number of triangles. The reason for this is due to the back-face culling implemented into Möller-Trumbore ray intersection. This is done through the checks made on the determinant (less than or equal to 0), allowing the intersection function to avoid any triangles that aren’t visible which roughly equals to half of the triangles within a symmetrical object and within this case, a cube.

However, with the calculations of the intersections, both methods produced the same results where the intersections matched and rendered the same object in the same way as shown within Fig 2 and Fig 5.

Below is a graph showing the difference in time with both intersection functions as the number of triangles is increased. The Möller–Trumbore intersection algorithm is more efficient based upon its correlation in speed and increase in triangles. At 500 triangles, the difference is 0.8663 seconds reaching a difference of 9.8796 seconds at 5000 triangles as shown in Fig 6.

Figure 6: A graph showing the positive correlation between time taken and number of triangles present within an object with both Möller-Trumbore and Brute force intersection algorithms.

Part 2.1 – Research into Amdahl’s Law and Gustafson’s Law for parallel performance of Brute-force Ray Intersection

Amdahl’s law is an algorithm, which shows the speedup in latency based upon the increase in the system hardware if the workload is constant. What this means is that the algorithm can show the increase in speed of a program when the number of processors within the computer system are increased. As the ray intersection function workload is fixed, this means that this law is better for this program rather than Gustafson-Barsis’s law which is based more upon the increase of workload being scalable to the number of processors.

The simplified algorithm for the speedup is

S = T(1) / T(n)

where T(1) is the amount of time required to run the program and T(n) is the amount of time required to run the parallel program.

A more complex algorithm for speedup is:

S = T(1) / ( T(1) ( B + 1 / n ( 1 - B ) ) )

where T(1) is the amount of time required to run the program, T(n) is the amount of time required to run the parallel program and B is the amount of the program in which is serial.

With brute force ray intersection, all the loops can be parallelised, therefore meaning that B would be 0 as none of the code is serial and all the intersection function is within these loops.

Part 2.2 – Calculation of parallel performance indicators for Brute-Force Ray Intersection

Amdahl’s Law Research

For the analysis of the parallel performance of the brute-force ray intersection, a cube made up of 1500 triangles will be used for testing and calculating results along with a quad core processor.

The speed with 4.9361 would calculate S = 4.9361 / ( 4.9361 ( 0 + 1 / 8 ( 1- 0 ) ) ) so S = 8.

Therefore, following this calculation, it is possible to simplify to S = 1 / ( (1 – alpha ) + ( alpha / n ) ) producing the same result of 8.

S = 1 / ( ( 1 – 1 ) + ( 1 / 8 ) ) = 8.

Following this with different amounts of processors, a linear graph is produced with direct correlations between speedup and the number of processors and also efficiency (speedup / number of processors) and the number of processors. These are displayed in the graphs below in Fig 7 and 8

Figure 7 (left): A graph showing the correlation between speedup and No. of processors with brute force ray intersection using parallelisation.

Figure 8 (right): A graph showing the correlation between efficiency and No. of processors with brute force ray intersection using parallelisation.

Operation Calculations

Throughout the brute force intersection algorithm, there is a total of 112 operations within the program assuming 1 triangle and 1 ray, however with 1500 triangles and 65,536 rays (256 x 256) there is 8,159,275,500 operations. As the intersection function is completed within 5.5538 seconds with 1 core, this means 1,469,133,836 operations are done per second.

With 2 cores, the operations are reduced from 8,159,275,500 operations to 4,079,637,750 operations with parallelisation.

With 3 cores, the operations are reduced from 8,159,275,500 operations to 2,719,758,500 operations with parallelisation.

With 4 cores, the operations are reduced from 8,159,275,500 operations to 2,039,818,875 operations with parallelisation.

With 5 cores, the operations are reduced from 8,159,275,500 operations to 1,631,855,100 operations with parallelisation.

With 6 cores, the operations are reduced from 8,159,275,500 operations to 1,359,879,250 operations with parallelisation.

With 7 cores, the operations are reduced from 8,159,275,500 operations to 1,165,610,786 operations with parallelisation.

With 8 cores, the operations are reduced from 8,159,275,500 operations to 1,019,909,437.5 operations with parallelisation.

Speedup and Efficiency Calculations

Through changing the amount of threads used when running the brute force ray intersection algorithm within visual studio, different times were produced and documented as shown in Fig 9.

|  |  |  |  |
| --- | --- | --- | --- |
| number of threads | Times | Speedup | Efficiency |
| 1 | 5.5538 | 1 | 1 |
| 2 | 5.2338 | 1.061141045 | 0.530570522 |
| 3 | 5.1634 | 1.075609095 | 0.358536365 |
| 4 | 5.1022 | 1.088510838 | 0.27212771 |
| 5 | 5.0808 | 1.093095575 | 0.218619115 |
| 6 | 5.0668 | 1.096115892 | 0.182685982 |
| 7 | 5.0529 | 1.099131192 | 0.157018742 |
| 8 | 5.0432 | 1.101245241 | 0.137655655 |

Figure 9: A table containing data collected from changing the number of threads used for brute force ray intersection algorithm.

These times were then used to calculate the speedup which was calculated by dividing each time by the time of 1 thread. A graph was then produced showing the results. This is shown in Fig 10.

Figure 10: A graph showing the correlation between speedup and No. of processors with brute force ray intersection using parallelisation.

Finally, the efficiency was calculated by dividing each speedup by the amount of processors that were used for it, for example the speedup of 1.093095575 used 5 cores so produced an efficiency of 0.218619115. A graph was then produced showing the results. This is shown I Fig 11.

Figure 11: A graph showing the correlation between efficiency and No. of processors with brute force ray intersection using parallelisation.

Part 2.3 – Analysis and Evaluation of the parallel performance of Brute-Force Ray Intersection

In figure 10 in part 2.2, it is clear to see that the more processors added to the program allows for an increase in the speedup of the program, however the more the processors added, the lower the increase in speedup. What this shows is that beyond a certain number of processors, the speedup becomes negligible, meaning that adding more processors doesn’t make enough of a difference to be effective. This is shown after 6 cores within figure 10, as the graph begins plateau.

A similar result is shown within Figure 11 in part 2.2. This graph shows the correlation between efficiency of the program and the number of processors within the system running the program. As the number of processors increases, the efficiency of the program also increases, however, the more processors, the less effect on the efficiency of the program to a point where the number of processors becomes negligible as there is not enough of a difference for it to be effective. This is shown after 6 cores as the graph begins to plateau.

With Amdahl’s law, the equation will always produce a linear value as the value for alpha is 1. What this means is that all the code is parallelisable for the brute force ray intersection function within the program so the results are not of use to this program.
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